# Linguaggio

Il linguaggio scelto per realizzare il progetto è Scala. Tramite l’uso del toolkit Akka, è infatti possibile applicazioni concorrenti, distribuite e resistenti agli errori. Il modello ad attori permette di gestire in maniera più semplice ed efficiente i problemi di concorrenza.

È presente inoltre una buona gestione degli errori. Ogni attore è supervisionato da un altro attore. Ogni attore che provocherà un errore dovrà infatti riferire il problema al suo supervisore, il quale dovrà reagire in maniera appropriata.

Akka permette anche di realizzare applicazioni distribuite. È possibile infatti creare attori in diversi nodi all’interno di un cluster. Tali attori potranno comunicare senza alcun problema nonostante vengano eseguiti in nodi diversi.

# Schema
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# Descrizione classi

Di seguito verranno elencate le classi da utilizzare nel progetto e le loro descrizioni.

### Zona

Classe che estende “Actor” e che rappresenta una zona. Riceve mezzi e persone e li passa all’attore corretto.

Campi:

* String ID
* ArrayBuffer [String] mezziRicevuti: lista degli ultimi 30 mezzi ricevuti. Necessaria per evitare di creare mezzi doppi in seguito ad ACK non ricevuti
* ArrayBuffer [String] personeRicevute: lista delle ultime 30 persone ricevute. Necessaria per evitare di creare persone doppie in seguito ad ACK non ricevuti
* ArrayBuffer [ActorRef] vicini: lista contenente le zone vicine
* ArrayBuffer [ActorRef] corsiaIn: lista di corsie che ricevono mezzi da altre zone
* ArrayBuffer [ActorRef] corsiaInCont: lista contenente le “continuazioni” di strade divise
* ArrayBuffer [ActorRef] corsiaOut: lista di corsie che passano mezzi ad altre zone
* ArrayBuffer [ActorRef] corsiaOutCont: lista contenente le “continuazioni” di strade divise
* ArrayBuffer [ActorRef] marciapiedeIn: lista di marciapiedi che ricevono pedoni da altre zone
* ArrayBuffer [ActorRef] marciapiedeOut: lista di marciapiedi che passano pedoni ad altre zone
* ArrayBuffer [ActorRef] fermate: lista di fermate per gli autobus

Funzioni:

* Unit start(…): crea la zona e tutte le sue componenti
* Unit ricevi(Mezzo): riceve un mezzo da una strada
* Unit ricevi(Persona): riceve una persona da un marciapiede
* Unit instrada(Mezzo): passa un mezzo alla corsia di partenza
* Unit instrada(pedone): passa un pedone alla corsia di partenza

### Corsia

Classe che estende *“Actor”* e che rappresenta una corsia. Tale corsia può andare da una zona (o da un’altra corsia) ad un incrocio o viceversa. Ogni corsia funziona grazie ad un gestore (uno per ogni corsia). Non appena tali gestori ricevono un mezzo, questi ne controllano il tipo e la destinazione ed inviano il mezzo dove necessario

Campi:

* String ID
* ActorRef nextActor: attore che serve per poter trasferire un mezzo ad una nuova zona, ad un pezzo di strada o ad un incrocio
* ActorRef fermata: attore che serve per poter trasferire un autobus ad una eventuale fermata
* ActorRef destinazione

Funzioni:

* Unit accoda(Mezzo): riceve un mezzo da una zona, da un incrocio o da una strada. Chiamerà subito *“passa”*
* Unit passa(Mezzo): passa un mezzo ad una fermata, ad un incrocio, ad una strada o ad un’altra zona
* Unit arrivo(Mezzo): passa un mezzo a destinazione

### Fermata

Classe che estende “*Actor”* e che rappresenta la fermata per gli autobus. Alcune classi (come *“Corsia”*, *“Marciapiede”* e *“Fermata”*) non hanno bisogno di liste di mezzi o di persone per funzionare correttamente. Tali classi infatti rappresentano degli attori con una propria mailbox. Tale attore riceverà molti messaggi, ma questi verranno accodati in automatico nella mailbox ed esaminati uno ad uno. Questo scelta è stata fatta in quanto Akka garantisce l’ordinamento automatico di messaggi che arrivano dallo stesso mittente. In questo caso una corsia riceverà mezzi sempre dallo stesso mittente (o dalla sua zona). Nel secondo caso, ci saranno messaggi provenienti dalla zona alternati ad altri. Questa scelta modella il fatto di avere auto che si immettono in una certa strada. Stesso discorso vale per la fermata, che riceverà mezzi sempre dalla stessa corsia.

Campi:

* String ID
* ActorRef marciapiede: serve per poter mandare le persone scese dall’autobus al marciapiede
* ArrayBuffer[Persona] in: lista di persone in coda per salire in una corriera
* ArrayBuffer[Persona] out: lista di persone appena scede da una corriera

Metodi:

* Unit fermataBus(Autobus): funzione per permettere la salita e la discesa di persone da un autobus
* Unit uscitaPedoni(ArrayBuffer[Persona]): manda le persone al marciapiede
* Unit fermataPedone(Persona): funzione per permettere ad una persona di aspettare un autobus

### Marciapiede

Classe che estende *“Actor”* e che rappresenta un marciapiede. Tale marciapiede può andare da una zona (o da un’altra marciapiede) ad un incrocio o viceversa. I marciapiedi funzionano allo stesso modo delle corsie, con la sola differenza che non è previsto la divisione dei marciapiedi.

Campi:

* String ID
* ActorRef nextActor: attore che serve per poter trasferire una persona ad una nuova zona o ad un incrocio
* ActorRef fermata: attore che serve per poter trasferire un autobus ad una eventuale fermata
* ActorRef destinazione

Metodi:

* Unit accoda(Persona): riceve una persona da una zona, da un incrocio o da una strada. Chiamerà subito *“passa”*
* Unit passa(Persona): passa una persona ad una fermata, ad un incrocio, ad una strada o ad un’altra zona
* Unit arrivo (Persona): passa un pedone a destinazione

### Destinazione

Classe che estende *“Actor”* e che rappresenta l’arrivo a destinazione di un mezzo o di un pedone. Per poter simulare l’arrivo a destinazione, si è pensato di utilizzare una classe Destinazione. Essa assomiglia ad una specie di deposito dove i mezzi ed i pedoni arrivati a destinazione verranno inviati. Dopo un po’ di tempo questi verranno inviati nuovamente alla zona, che li instraderà correttamente per poter tornare indietro.

Campi:

* ActorRef zona

Metodi:

* Unit ricevi(Mezzo): riceve un mezzo e lo rimanda alla zona dopo un po’ di tempo
* Unit ricevi(Persona): riceve un pedone e lo rimanda alla zona dopo un po’ di tempo

### Incrocio

Classe che estende “Actor” e che rappresenta un incrocio. Funziona allo stesso modo delle zone, ovvero riceve mezzi e persone e li passa all’attore corretto.

Campi:

* ArrayBuffer[ActorRef] tratti
* ArrayBuffer[ActorRef] strisce
* ArrayBuffer[Boolean] semaforiMezzi
* ArrayBuffer[Boolean] semaforiPedoni

Metodi:

* Unit start(…): crea l’incrocio e tutte le sue componenti
* Unit ricevi(Persona): riceve a persona da un marciapiede
* Unit passa(Persona): passa una persona alle strisce pedonali
* Unit ricevi(Mezzo): riceve un mezzo da una strada
* Unit passa(Mezzo): passa un mezzo ad un tratto

### Tratto

Classe che estende *“Actor”* e che rappresenta i tratti dell’incrocio. Il secondo pezzo corrisponde ai 4 tratti interni all’incrocio. Essi funzionano in maniera simile alle corsie e alle strisce pedonali, con l’unica differenza che comunicano tutte tra di loro. Non appena ricevono un mezzo, lo manderanno ad un altro tratto.

Inoltre *“Tratto”* e *“StrisciaPedonale”* avranno due stati (due metodi *“receive”)* per poter gestire correttamente gli invii, uno da usare quando il semaforo è rosso e l’altro da usare quando il semaforo è verde. Il primo riceverà i mezzi e li salva nella coda. Appena riceverà un messaggio (semaforo verde), cambierà stato. Il secondo dunque invierà i mezzi in coda ed eventuali nuovi mezzi ricevuti finché non riceverà un certo messaggio (semaforo rosso). In questo caso si ritornerà al primo metodo *“receive”.*

Per gestire correttamente i semafori e quindi fermare subito il trasferimento dei mezzi, l’attore necessita di una mailbox particolare. Sarà infatti necessario l’utilizzo di una “***BoundedStablePriorityMailbox”* in quanto essa gestisce messaggi con priorità, garantendo al tempo stesso l’ordinamento corretto di messaggi con la stessa priorità.**

**L’idea alla base dei semafori è la seguente:**

* Messaggi “semaforo rosso” e “semaforo verde” avranno priorità massima
* Messaggi per l’invio dei mezzi avranno priorità minima
* All’arrivo di un messaggio “semaforo verde”, l’attore invierà verso se stesso i mezzi accodati (in modo da essere letti con il secondo *“receive”*), questa volta però con priorità media. In questo modo i mezzi già accodati saranno guardati ed inviati prima rispetto agli ultimi arrivati, ma saranno comunque analizzati dopo eventuali messaggi relativi al semaforo
* All’arrivo di un messaggio “semaforo rosso”, questo verrà letto subito, ed i mezzi che non sono ancora stati trasferiti saranno nuovamente accodati (prima quelli con priorità media, non cambiando quindi l’ordine della coda) subito dopo la fine dell’invio in corso

Campi:

* ArrayBuffer[ActorRef] tratti
* ActorRef corsia: corsia a cui mandare i mezzi
* ArrayBuffer[Mezzi] codaMezzi

Metodi:

* Unit ricevi(Mezzo): riceve un mezzo da una strada o da un altro tratto e lo inserisce nella coda
* Unit passa(Mezzo): passa un mezzo ad una strada o ad un altro tratto

### StrisciaPedonale

Classe che estende *“Actor”* e che rappresenta le strisce pedonali. Queste funzionano in maniera simile ai tratti ed alle corsie. Ricevono un pedone e lo mandano alle strisce pedonali successive (se questo deve effettivamente continuare). L’unica diffrerenza rispetto alle corsie sta nel fatto che le strisce pedonali funzionano o meno in base ai semafori. L’incrocio infatti avviserà le strisce pedonali quando dovranno cominciare a trasferire pedoni oppure quando dovranno smettere.

*“Tratto”* e *“StrisciaPedonale”* avranno due stati (due metodi *“receive”)* per poter gestire correttamente gli invii, uno da usare quando il semaforo è rosso e l’altro da usare quando il semaforo è verde. Il primo riceverà i pedoni e li salva nella coda. Appena riceverà un messaggio (semaforo verde), cambierà metodo *“receive”*. Il secondo dunque invierà i pedoni in coda ed eventuali nuovi mezzi ricevuti finché non riceverà un certo messaggio (semaforo rosso). In questo caso si ritornerà al primo metodo *“receive”.* Invio e accodamento funzioneranno esattamente come quelli nella classe *“Tratto”.*

Campi:

* ActorRef strisciaSuccessiva
* ActorRef marciapiede: marciapiede a cui mandare le persone
* ArrayBuffer[Mezzi] codaPedoni

Metodi:

* Unit ricevi(Persona): riceve una persona dal marciapiede o dalla striscia pedonale precedente e la inserisce nella coda
* Unit passa(Persona): passa una persona alla striscia perdonale successiva

### Persona

Trait che rappresenta una persona generica.

### Pedone

Classe che estende il trait *“Persona”.*

Campi:

* String ID
* ArrayBuffer [String] percorso: insieme di stringhe che indica il persorso che il pedone deve seguire
* Int next: indice che indica la prossima destinazione del pedone

Metodi:

* String to(): ritorna la prossima destinazione del pedone

### Mezzo

Trait che rappresenta un mezzo generico.

Campi

* String ID
* ArrayBuffer [String] percorso: insieme di stringhe che indica il persorso che il mezzo deve seguire
* Int next: indice che indica la prossima destinazione del mezzo

Metodi:

* String to(): metodo che ritorna la prossima destinazione del mezzo

### Auto

Classe che estende il trait *“Mezzo”*.

Campi:

* Persona guidatore: guidatore dell’automobile

### Autobus

Classe che estende il trait *“Mezzo”*.

Campi:

* ArrayBuffer[Persona] passeggeri: insieme di passeggeri all’interno dell’autobus
* Int Limit: numero massimo di passeggeri dell’autobus

Metodi:

* Unit faSalire(Persona): permette ad una persona di salire nell’autobus
* ArrayBuffer[Persona] faScendere(String): ritorna la lista delle persone che devono scendere ad una certa fermata. Riceve in ingresso l’identificativo della fermata per poter far scendere le persone corrette

# Correttezza ordinamento messaggi

Di seguito verrà analizzata la correttezza dell’ordinamento dei messaggi ricevuti dai vari attori. È importante infatti che i messaggi arrivino nel corretto ordine e che l’ordine dei mezzi e dei pedoni non cambi all’improvviso.

Invio mezzi:

* corsiaOut->zona: non importa l’ordine in cui una zona riceve i mezzi (e l’ordine da una certa corsiaOut è garantito)
* corsiaIn->Incrocio: non importa l’ordine in cui l’incrocio riceve i mezzi (e l’ordine da una certa corsiaIn è garantito)
* strada->continuazione strada: continuazione strada riceve mezzi solo da una corsia (sempre la stessa) e da una zona. Messaggi provenienti dalla zona possono mescolarsi a quelli provenienti dalla corsia (le macchine possono immettersi in strada da proprietà private ad esempio)
* tratto->corsiaOut: corsiaOut riceve mezzi solo da un tratto (sempre lo stesso) e da una zona. Messaggi provenienti dalla zona possono mescolarsi a quelli provenienti dal tratto (le macchine possono immettersi in strada da proprietà private ad esempio)
* tratto->se stesso: succede quando un semaforo diventa verde. Il tratto deve inviare prima i mezzi già in coda e non gli ultimi arrivati. Per fare ciò viene usata un’apposita mailbox che gestisce le priorità e al tempo stesso garantisce l’ordine per i messaggi con la stessa priorità. In questo modo, appena il semaforo diventa verde, il tratto si invierà i mezzi in coda con una priorità un po’ più alta, così da poter spedire i primi mezzi in coda e non gli ultimi arrivati
* corsia->destinazione: non importa l’ordine in cui destinazione riceve i mezzi
* destinazione->zona: non importa l’ordine in cui la zona riceve i mezzi

Invio pedoni:

* marciapiedeOut->zona: non importa l’ordine in cui una zona riceve i pedoni (e l’ordine da un certo marciapiedeOut è garantito)
* marciapiedeIn->Incrocio: non importa l’ordine in cui l’incrocio riceve i pedoni (e l’ordine da un certo marciapiedeIn è garantito)
* striscie pedonali-> striscie pedonali: le striscie pedonali ricevono pedoni solo dalle strisce pedonali precedenti (sempre le stesse) e da un incrocio. Messaggi provenienti dall’incrocio possono mescolarsi a quelli provenienti dalle strisce pedonali senza problemi
* striscie pedonali ->marciapiedeOut: marciapiedeOut ricevono pedoni solo dalle strisce pedonali (sempre le stesse) e da una zona. Messaggi provenienti dalla zona possono mescolarsi a quelli provenienti dalle strisce pedonali senza problemi
* striscie pedonali ->se stesse: succede quando un semaforo diventa verde. Il tratto deve inviare prima i pedoni già in coda e non gli ultimi arrivati. Per fare ciò viene usata un’apposita mailbox che gestisce le priorità e al tempo stesso garantisce l’ordine per i messaggi con la stessa priorità. In questo modo, appena il semaforo diventa verde, il tratto si invierà i pedoni in coda con una priorità un po’ più alta, così da poter spedire i primi pedoni in coda e non gli ultimi arrivati
* marciapiede->destinazione: non importa l’ordine in cui destinazione riceve i pedoni
* destinazione->zona: non importa l’ordine in cui la zona riceve i pedoni

# Gestione concorrenza

Ogni componente del progetto è rappresentata da un attore. Queste entità comunicano tra di loro in modo diretto tramite scambio di messaggi. In questo modo ho più comunicazione, ma è meno probabile che si verifichino situazioni pericolose o deadlock. Di conseguenza non sono presenti variabili condivise tra gli attori: ogni attore ha delle proprie variabili modificabili solamente da se stesso in seguito alla ricezioni di certi messaggi. Non vi è nemmeno bisogno di utilizzare synchronized, wait() o notify() per la gestione di eventuali liste. Ogni messaggio infatti verrà gestito singolarmente, mentre tutti gli altri rimarranno in attesa di essere letti.

Come detto in precedenza, non possono verificarsi dei deadlock. Non ci sono infatti situazioni di accumulo di risorse necessarie ad altri processi (ogni attore riceve mezzi o persone, ma non deve bloccarsi per aspettarle). Non sono presenti quindi situazioni di attesa circolare che potrebbero portare ad uno stallo.

Non si può verificare nemmeno una situazione di starvation; i vari attori infatti non hanno priorità diverse. L'unica situazione in cui vengono gestite priorità diverse è quella della ricezione di messaggi relativi ai semafori. Se un tratto o una striscia pedonale riceve un messaggio “semaforo rosso” o “semaforo verde”, questi saranno letti subito dopo il messaggio attuale. Akka però garantisce l'ordinamento dei messaggi con la stessa priorità provenienti dallo stesso mittente, quindi tutti i messaggi relativi a mezzi o pedoni saranno letti prima o poi.

La progettazione è stata fatta in modo tale da rendere il sistema più scalabile possibile. Esso infatti funziona con una quantità qualsiasi di strade, di fermate, di mezzi e di persone. **AGGIUNGO ALTRO?**

Come già detto inoltre, non è necessario l’utilizzo di liste per poter salvare mezzi e pedoni. Tali code sono infatti gestite automaticamente dalle mailbox dei vari attori (che gestiscono in maniera automatica l’ordinamento. Akka infatti garantisce la lettura ordinata dei messaggi ricevuti dallo stesso mittente). L’unica eccezione è stata fatta per gli incroci, ma questo è stato già spiegato in maniera esaustiva in precedenza.

# Gestione sincronizzazione (SALVATAGGIO DI STATO?)

-

# Gestione distribuzione

Per la realizzazione del sistema è stato utilizzato il Clustering di Akka. Ogni cluster rappresenta un insieme di nodi (la cui posizione non è necessariamente nota al programmatore). L’Akka Clustering è stato preferito rispetto all’Akka Remoting in quanto, con quest’ultimo, sarei obbligato a conoscere gli indirizzi IP di tutte le zone. Nonostante ogni zona venga assegnata ad un nodo diverso, tutte le zone fanno parte dello stesso Actor System. In questo modo, ogni zona può richiedere (tramite un semplice *“contex.actorSelection(…)”*) e ricevere i riferimenti alle zone vicine. Tali riferimenti verranno quindi utilizzati dalle varie componenti per permettere l’invio di mezzi e persone.

La comunicazione tra le varie zone, visto che avviene tramite messaggi, utilizza una semantica “at-most-once”. Questo non va bene in quanto non è garantito l’arrivo e la lettura dei messaggi da parte delle altre zone. Prima di poter dunque eliminare un mezzo da una zona, devo essere certo che quella vicina l’abbia ricevuto correttamente. Una semplice soluzione sarebbe quella di utilizzare il trait *“AtLeastOnceDelivery”*, ma esso comporta la gestione automatica di ulteriori invii in seguito a dei fallimenti, non garantendo più l’ordinamento dei messaggi. Si è optato quindi per l’utilizzo dei Futures. Ogni corsia o marciapiede dovrà aspettare una risposta dalla zona di destinazione prima di poter inviare il mezzo successivo. In caso la risposta non venga ricevuta in tempo, si dovrà ritentare con un nuovo invio. Ovviamente ogni zona dovrà essere in grado di scartare eventuali duplicati tramite l’uso delle liste *“mezziRicevuti”* e *“personeRicevute”*.

![](data:image/png;base64,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)

La progettazione è stata fatta in modo tale da rendere il sistema più scalabile possibile. Il sistema infatti funziona con una quantità qualsiasi di zone.